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Abstract. Similarly as in earlier work on component compatibility, the
behavior of components is specified by component interface languages,
defined by labeled Petri nets. In the case of composition of concurrent
components, the requests from different components can be interleaved,
and - as shown earlier - such interleaving can result in deadlocks in the
composed system even if each pair of interacting components is deadlock–
free. Therefore the elements of a component–based system are considered
compatible only if the composition is deadlock–free. This paper formally
defines model fusion, which is a composition of net models of individual
components that represents the interleaving of interface languages of in-
teracting components. It also shows that the verification of component
compatibility can avoid the exhaustive analysis of the composed state
space.
Keywords: software components, component-based systems, compo-
nent composition, component compatibility, compatibility verification,
model fusion, labelled Petri nets.

1 Introduction

In component-based software development the functionality of a software system
is decomposed among loosely coupled independent software components. Such
a reuse-oriented approach to defining and implementing software systems has
recently been extensively studied as it is believed to be a starting platform for
service orientation [4], [10].

In component-based systems [10], two interacting components, one requesting
services and the other providing them, are considered compatible if all possible
sequences of services needed by the requesting component can be provided by
the other one. This concept of component compatibility can be extended to
sets of interacting components, however, in the case of several concurrent re-
quester components, as is typically the case for client–server applications, the
requests from different components can be interleaved and then verifying compo-
nent compatibility must take into account all possible interleavings of requests.
Such interleaving of requests can lead to unexpected behavior of the composed
system, i.e. a deadlock can occur indicating component incompatibility [21], [22].
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The behavior of components is usually described at component interfaces [17]
and the components are characterized as requester (active) and provider (reac-
tive) components. Although several approaches to checking component compos-
ability have been proposed [1], [2], [4], [11], [13], [18], further research is needed
to make these ideas practical [9].

The paper is an extension of previous work on component compatibility and
substitutability [8], [20], [21], [22]. Using the same formal specification of compo-
nent behavior in the form of interface languages, the paper addresses the verifi-
cation of component compatibility. Since interface languages are usually infinite,
their compact finite specification is needed for effective processing. Labeled Petri
nets [20], [21] are used as such specification.

Petri nets [14], [15] are formal models of systems which exhibit concurrent
activities with constraints on frequency or orderings of these activities. In labeled
Petri nets, labels, which represent services, are associated with elements of nets
in order to control component interactions. Well-developed mathematical theory
of Petri nets provides a convenient formal foundation for analysis of systems
modeled by Petri nets.

Model fusion is proposed to represent the interactions of components. The
fusion operation is performed by merging Petri net transitions that request and
provide the same service. Interleavings of requests from concurrent components
result in different execution paths in the combined model. The components are
compatible, if the combined model is deadlock–free. Deadlock–freeness can be
verified by structural methods, avoiding the exhaustive state space analysis be-
cause model fusion preserves structural (some) properties of the fused elements.
If the interacting components are not compatible, some correcting steps are re-
quired (in the form of redesign of some components or additional constraints
which prevent some interleavings to occur).

Section 2 recalls the concept of interface languages as the description of
component’s behavior and Section 3 presents a linguistic version of component
compatibility. Section 4 illustrates the proposed concepts by a simple example
and shows that compatibility verification for some classes of systems can be
performed using structural analysis of the fused model. Section 5 concludes the
paper.

2 Component Behavior

The behavior of a component, at its interface, can be represented by a cyclic
labeled Petri net [7], [8], [21]:

Mi = (Pi, Ti, Ai, Si,mi, ℓi, Fi),

where Pi and Ti are disjoint sets of places and transitions, respectively, Ai is
the set of directed arcs, Ai ⊆ Pi × Ti ∪ Ti × Pi, Si is an alphabet representing
the set of services that are associated with transitions by the labeling function
ℓi : Ti → Si ∪ {ε} (ε is the “empty” service; it labels transitions which do not
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represent services), mi is the initial marking function mi : Pi → {0, 1, ...}, and
Fi is the set of final markings (which are used to capture the cyclic nature of
sequences of firings).

Sometimes it is convenient to separate net structure N = (P, T,A) from the
initial marking function m.

In order to represent component interactions, the interfaces are divided into
provider interfaces (or p-interfaces) and requester interfaces (or r-interfaces). In
the context of a provider interface, a labeled transition can be thought of as a
service provided by that component; in the context of a requester interface, a
labeled transition is a request for a corresponding service. For example, the label
can represent a conventional procedure or method invocation. It is assumed that
if the p-interface requires parameters from the r-interface, then the appropriate
number and types of parameters are delivered by the r-interface. Similarly, it is
assumed that the p-interface provides an appropriate return value, if such a value
is required. The equality of symbols representing component services (provided
and requested) implies that all such requirements are satisfied.

For unambiguous interactions of requester and provider interfaces, it is re-
quired that in each p-interface there is exactly one labeled transition for each
provided service:

∀ti, tj ∈ T : ℓ(ti) = ℓ(tj) 6= ε ⇒ ti = tj .

Moreover, to express the reactive nature of provider components, all provider
models are required to be ε–conflict–free, i.e.:

∀t ∈ T ∀p ∈ Inp(t) : Out(p) 6= {t} ⇒ ℓ(t) 6= ε

where Out(p) = {t ∈ T | (p, t) ∈ A}; the condition for ε–conflict–freeness could
be used in a more relaxed form but this is not discussed here for simplicity of
presentation.

Component behavior is determined by the set of all possible sequences of
services (required or provided by a component) at a particular interface. Such a
set of sequences is called the interface language.

Let F(M) denote the set of firing sequences in M such that the marking
created by each firing sequence belongs to the set of final markings F of M. The
interface language L(M), of a component represented by a labeled Petri net M,
is the set of all labeled firing sequences of M:

L(M) = {ℓ(σ) | σ ∈ F(M)},

where ℓ(ti1ti2 ...tik) = ℓ(ti1)ℓ(ti2)...ℓ(tik).
By using the concept of final markings, interface languages can easily capture

the cyclic behavior of (requester as well as provider) components.
Interface languages defined by Petri nets include regular languages, some

context–free and even context–sensitive languages [12]. Therefore, they are sig-
nificantly more general than languages defined by finite automata [5], but their
compatibility verification is also more difficult than in the case of regular lan-
guages.
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3 Component Compatibility

Interface languages of interacting components are used to define the compati-
bility of components. A pair of interacting components, a requester component
“r” and a provider component “p”, are compatible if and only if all sequences
of services requested by “r” can be provided by “p”, i.e., if and only if:

Lr ⊆ Lp.

In the case of several requester components, “ri”, i ∈ I, interacting with a
single provider component “p”, the component compatibility requires that all
sequences of (interleaved) requests be satisfied by the provider, so:

LI ⊆ Lp

where LI is the language of interleavings of requester languages Li, i ∈ I. It
should be observed that LI does not necessarily contain all possible interleavings
of requests because some requests cannot be satisfied immediately upon request
and are delayed until some other operations and/or their sequences are performed
by the provider component. All such restrictions are represented by the fused
component models.

4 Model Fusion

Model fusion is used to combine separate models of interacting components into
one model which represents the possible behaviors of the interacting components.
The general idea is sketched in Fig.1 where a single transition representing ser-
vice “a” in the provider component is combined with requests of this service in
two requester components - the provider transition is conceptually “fused” (or
merged) with corresponding transitions of the requester components.

Requester−1 Requester−2Provider

p11

p12

p21

p22

p01

p02

a a a

Before fusion

Requester−1 Requester−2Provider

p11

p12

p21

p22

p01

p02

a a

After fusion

Fig.1. Model fusion for service ”a”.
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More formally, if the provider component is modeled by

Mp = (Pp, Tp, Ap, S,mp, ℓp, Fp),

and the requester components are modeled by

Mi = (Pi, Ti, Ai, S,mi, ℓi, Fi), i ∈ I,

where S is a common set of services and all other sets (of places, transitions,
etc.) are disjoint, then the combined (or “fused”) model is

Mc = (Pc, Tc, Ac, S,mc, ℓc, Fc),

where:

Pc = Pp ∪ PI , PI =
⋃

i∈I Pi;

Tc = Tp − T0 ∪ TI . T0 = {t ∈ Tp | ℓp(t) ∈ S}, TI =
⋃

i∈I Ti;

Ac = Ap −A0 ∪AI ∪Apr, A0 = Pc × T0 ∪ T0 × Pc, AI =
⋃

i∈I Ai,

Apr = {(px, tik) | px ∈ Pp ∧ (px, t) ∈ A0 ∧ ℓi(tik) = ℓp(t)} ∪

{(tik, py) | py ∈ Pp ∧ (t, py) ∈ A0 ∧ ℓi(tik) = ℓp(t)};

∀p ∈ Pc : m(p) =











mp(p), if p ∈ Pp,

mi(p), if p ∈ Pi, i ∈ I;

∀t ∈ Tc : ℓ(t) =











ℓp(t), if t ∈ Tp.

ℓi(t), if t ∈ Ti, i ∈ I;

Fc = Fp ∪ FI , FI =
⋃

i∈I Fi;

and Inp(t) and Out(t) are, respectively, the input and the output sets places of
transition t. The composed model is obtained by deleting all labeled transitions
in the provider model (the set T0) with all arcs connected to these transitions
(the set A0), and adding arcs similar to the deleted ones but connecting places
of the provider model with labeled transitions of all requester models (the set
Apr).

The composed net can be analyzed by typical methods used for analysis of
Petri net models. In particular, for some classes of models, structural analysis
can be used for verification of deadlock freeness [19], [16] avoiding the exhaustive
state–based model analysis.

It can be observed that the fusion operation preserves the place invariants
[15] of the model, as well as their siphons. More specifically, if a collection of
component models is covered by a set of place invariants, than the same set of
invariants covers the fused model. Moreover, if all place invariants are marked,
than no deadlock can occur in the fused model, so the components are compat-
ible. The following example illustrates this property in greater detail.
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5 Example

A simple system of two requesters and a single provider is shown in Fig.2. The
interface language of Requester-1 is simply (ab)*, the language of Provider
describes the behavior of (unbounded) stack with services “a” and “b” corre-
sponding to operations “push” and “pull’, and the language of Requester-2 is
that of bounded stack of capacity 2. Both stacks (i.e., Provider and Requester-2)
in Fig.2 are empty. Obviously, the languages of Requester-1 and Requester-2 are
(proper) subsets of the language of Provider.

Requester−1 Requester−2Provider

b

a a

b

a

b

p22 p21 p23p11 p12 p01p02

Fig.2. Net models of two requesters and a single provider.

Fig.3 shows the combined (or fused) model of the system from Fig.2. Struc-
tural analysis can be used to check its deadlock freeness (i.e., compatibility of
components).

Requester−1 Requester−2

Provider

b

a a

b

p11 p12 p01p02 p22 p23p21

Fig.3. A combined model of two requesters and a single provider.
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It is known that a deadlock in a Petri net corresponds to an unmarked siphon
[6] (a siphon is a subset of places for which the set of output transitions is
a superset of the set of input transitions). Consequently, a deadlock freeness
can be verified by checking that the siphons cannot become unmarked (linear
programming can be used to for such checking [19]). Moreover, since all siphons
are composed of a rather small number of basis siphons [3], verification can be
restricted to basis siphons only.

The net shown in Fig.3 has three such siphons with the following subsets of
places:

siphon places

1 p11, p12
2 p11, p01, p21
3 p22.p23

Since all these siphons are actually marked place invariants, they cannot
become unmarked (place invariants preserve the markings). Consequently, the
deadlock cannot occur in the net shown in Fig.3, so the interacting components
are compatible.

It can be observed that the original models of components are covered by
place invariants (in the example shown in Fig.2, the model of Requester-1 is a
single place invariant, the model of Provider is covered by two place invariants,
and the model of Requester-2 is also covered by two place invariants). The com-
bined model is covered by the same place invariants because the fusion process
preserves the place invariants. Efficient methods of compatibility verification can
use such properties for simplifying the verification process.

Morel general structural approach to deadlock analysis is discussed in [19].

6 Concluding Remarks

The paper shows that the verification of component compatibility based on the
exhaustive analysis of the “state space”, as discussed in [20] and [21], can be
replaced by structural analysis of the model obtained by “fusion” of models of
interacting components.

It is expected that the proposed verification of component compatibility can
be quite efficient although this aspect needs to be studied in greater detail.

It should be noticed that the discussion of component compatibility was
restricted to a single provider component. In the case of several providers, each
provider can be considered independently of other, so a single provider case is
not really a restriction.

Similarly, the requester and provider components can use other components
in a sort of hierarchical structure. Since model fusion combines all component
models into a single net model, there are no restrictions on such structures.

Also, an important aspect of component compatibility is its incremental ver-
ification. The approach described in this paper is not incremental (with the
exception of some cases, for example, when all models of all components are
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covered by place invariants), but may provide a foundation for an incremental
approach.

The paper did not address the question of deriving behavioral models of
components (which is common to all component-based studies). Such models,
at least theoretically, could be derived from formal component specifications, or
perhaps could be obtained through analyzing component implementations. Since
the component compatibility verification proposed in this paper does not require
the use of the underlying component models (they are used only to define the
interface languages), these interface languages could also be determined experi-
mentally, by executing the components and collecting the information about the
sequences of service requests.
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